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![http://www.devx.com/assets/dropcaps/3583.gif](data:image/gif;base64,R0lGODlhFwAYANUAAP12F/yVSP7Dmf19Ivr13/yqaPydVfyqafr03fvRpfu1efyMOvuzd/vNoPvKm/rz2vvXrv/r3v1xDvuxdP1uCv1tCP/izv6kZv1xEf2EMf7Nqv6aVv1qBP65if/17v7Wuv6tdv6QRfr65v////1oAQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACH5BAAAAAAALAAAAAAXABgAAAbxQJFwSGgUFgAOYFFoEIZQqCNAqlqtAUd0+JhIruCqZPKIIg7hdPWAgCqql49cYMXI5RmSYpgAVEEjgSNWIYIjISQACUIGVoCCiCSPgZEGIhAVjoERIyBVGiOch1UVEAxXjx8jdCScqqNVDFSanSMWJBiBj5EkAQOogRuBJIUjwrAkAxTAIxmUgB7FvBTLtCSBFwIjH9JWFL/Wqh0Wnd1VA7N/w9qvF+a9p9aTze8MmNbFw+alIo3qg7kC3TJnSUSff1VE0emmaMgbScNIgOpEjJIeKGfUpGETpcsXjSTGlNkiYorGLCShFDmSZEmTJ1GCAAA7)odern applications are no longer isolated, stand-alone applications, limited to a single process or machine. Distributed applications allow you to put components in close proximity to the resources they use, allow multiple users to access the application, enable scalability and throughput, and increase overall availability and fault isolation. Component-oriented programming is especially geared towards distribution because it is all about breaking the application into a set of interacting components, which you can then distribute to different locations. .NET has a vast infrastructure supporting distributed applications and remote calls. This article focuses on just a single aspect of .NET remoting: the different object activation models available to a distributed application. Understanding the remote object activation models is key to successfully applying .NET in a distributed environment. .NET offers multiple activation models because modern applications often need to cater to drastically different scalability, throughput and performance requirements, and there is no one-size-fits-all solution. Consequently, choosing the right activation model is actually the single most critical design decision you will have to make when designing and building a distributed application in .NET. .NET remoting has a lot more to it than just the activation model, but in many respects these are mere programming details. Most of these details make no sense unless you understand the activation models, you know how to chose one, and you learn how to implement the matching components. I will cover other facets of .NET remoting in future articles. My emphasis in this article is on understanding the basic concepts, the tradeoffs they offer, and the practical aspects of the different activation models.

**App Domains and Remote Objects Types**  
.NET applications run inside an unmanaged Windows process. However, .NET applications require a managed code environment. To bridge this gap, .NET introduces the app domain—a logical managed process inside a raw, physical process. App domains provide assemblies they load and the components inside them many of the same services an unmanaged process provides unmanaged objects and libraries. A single physical process can contain multiple app domains, although typically only large application frameworks require it. Every process starts with a single app domain. If the object is in the same app domain as the client then usually no proxies are involved and the client holds a direct reference to the object. The question is what happens when you try to call methods on a remote object in another app domain? By default, objects are not accessible from outside their app domain, even if the call is made between two app domains in the same process. The rationale behind this decision is that .NET must first enforce app domain isolation and security. If you want your objects to be accessed from outside their app domain, then you must allow it explicitly in your design and class definition. .NET provides two options for accessing an object across an app domain boundary: by value or by reference. *By value* means the object is first copied across the app domain boundary, so that the remote client gets its own cloned copy of the original object. Once a copy is transferred to the remote client, the two objects are distinct and can change state independently. This is similar to COM marshal by value, and it is often referred to as *marshaling by value*. The second way of accessing a remote object is *by reference*, meaning that the remote clients only hold a reference to the object in the form of a proxy. Access by reference is often referred to as *marshaling by reference*. (See Sidebar: [Short Circuiting Remoting](javascript:showSupportItem('sidebar1');))

**Marshaling by Reference**

|  |  |
| --- | --- |
| [http://www.devx.com/assets/articlefigs/5270.jpg](javascript:showSupportItem('figure1');) |  |
| [Figure 1](javascript:showSupportItem('figure1');): Marshal by reference object. Clients in other app domains interact with marshal by reference objects using a proxy. Clients in the same app domain as the object have a direct reference on the object. |  |

Marshal by reference is by far the more common way to access objects across app domains. When you use marshaling by reference the client accesses the remote object using a proxy (see [**Figure 1**](javascript:showSupportItem('figure1');)).  
  
Client calls on the proxy are forwarded by the proxy to the actual object. To designate a component for marshaling by reference, the class must derive directly (or have one of its base classes derive) from the class MarshalByRefObject, defined in the System namespace. Objects derived from MarshalByRefObject are bound to the app domain in which they were created and can never leave it. Any static method or member variable on a marshaled by reference class is always accessed directly, and no proxy is involved, because statics are not associated with any particular object. The object's app domain is called the *host* app domain because it is hosting the object and exposes it to remote clients. I will show you how to set up a host in a future article.  
  
**Marshaling by Value**  
The second remoting option is marshaling an object by value. To marshal by value, .NET must make a copy the object's state, transfer the state to the other app domain, and build a new object based on that state. How does .NET know which parts of the object's state can be marshaled by value and which parts cannot? How does .NET save the state of an existing object and how does it build a new object based on that state? What if the object wants to provide some custom marshaling by value mechanism?  
  
Luckily, .NET already has the infrastructure to handle such issues: serialization. The requirements for marshaling by value and for generic serialization are identical. To marshal an object by value, all .NET has to do is serialize the object to a stream, and deserialize the object in the remote app domain. As a result, to enable marshaling by value, the component must be serializable.  
  
Marshaling by value is considerably easier in .NET than it was with DCOM. (The only way to marshal by value in DCOM was to provide custom marshaling—a daunting task, even for proficient DCOM experts.) The primary use for marshaling by value is to pass a structure as a method parameter. Typically, structures are used as data containers and have no logic associated with them. Structures are very useful as method parameters, but unless a struct is serializable you will not be able to use it as a parameter to a remote call. When marshaling a struct by value to a remote object, you actually get the same semantics as with a local object because value types are by default passed in by value:

[Serializable]

public struct MyPoint

{

public int X;

public int Y;

}

public class RemoteClass : MarshalByRefObject

{

public void MyMethod(MyPoint point)

{

point.X++;

}

}

Changes made to the structure on the server side will not affect the structure on the client side:

//Remote client:

MyPoint point;

point.X = 1;

RemoteClass obj = new RemoteClass();

obj.MyMethod(point);

Debug.Assert(point.X == 1);

However, if you pass the structure by reference using the **out** or **ref** parameter modifiers, changes made on the remote server side will affect the client's copy of the structure:

public class RemoteClass : MarshalByRefObject

{

public void MyMethod(ref MyPoint point)

{

point.X++;

}

}

//Remote client:

MyPoint point;

point.X = 1;

RemoteClass obj = new RemoteClass();

obj.MyMethod(ref point);

Debug.Assert(point.X == 2);

The usefulness of marshaling by value for a class instance is marginal because the classic client-server model does not fit well with marshaling by value. Marshaling by value for reference types is useful when the client needs to make frequent calls of short duration to the object, and paying the penalty for marshaling the object state to the client is better then paying the penalty multiple times for marshaling the call to the object and back. Imagine, for example, a distributed image capturing and processing system. You would want the machine capturing the images to do so as fast as it can and you would want to do the processing on a separate machine. The capturing machine can create an image object, have the processing client access it (that would make it copy the image), and process it locally. That said, there is usually a better design solution, such as transferring the image data explicitly as a method parameter. In general, it is often a lot easier to simply marshal to the client a reference to the object, and have the client invoke calls on the object.

**Marshal by Reference Activation Modes**  
.NET supports two kinds of marshal by reference objects: client-activated and server-activated. The two kinds of reference objects map to three activation modes: client-activated object, server-activated single call, and server-activated singleton. The different activation modes control object state management, object sharing, object life cycle, and the way in which the client binds to an object. The client decides whether to use client-activated or server activated objects.

|  |  |
| --- | --- |
| |  | | --- | | ***The different activation modes control object state management, object sharing, object life cycle, and the way in which the client binds to an object.*** | |

If the client chooses a client-activated object, then the client has just one activation model available. If the client chooses server-activated object, it is up to the hosting app domain to decide whether the client will get a server-activated single call object or a server-activated singleton object. It is called server activated because it is up to the host to activate an object on behalf of the client, and bind it to the client.

The hosting app domain indicates to .NET, using server registration, which activation modes it supports. The host can support both client and server activated objects, or either one. It is completely at the discretion of the host. If the host decides to support the server-activated model, it needs to register it either as single-call or as singleton, but not both. **Client-Activated Object**  
The *Client-activated object* model is the classic client-server activation model: when a client creates a new object, the client gets a new object. That object is dedicated to the client and it is independent of all other instances of the same class. Different clients in different app domains get different objects when they create new objects on the host (see [**Figure 2**](javascript:showSupportItem('figure2');)).

|  |  |
| --- | --- |
| [http://www.devx.com/assets/articlefigs/5271.jpg](javascript:showSupportItem('figure2');) |  |
| [Figure 2](javascript:showSupportItem('figure2');): Client-activated objects. Each client gets an independent object for its use. Like the classic client-server model, clients can still share objects. |  |

There are no limitations on constructing client-activated objects, and you can use either parameterized constructors or the default constructor. The constructor is called exactly once, when the client creates the new remote object, and .NET will marshal the construction parameters to the new object if parameterized constructors are used. Clients can choose to share their objects with other clients, either in their app domains or in other app domains. Like local objects, client-activated objects can maintain state in memory. To make sure the remote object is not disconnected from the remoting infrastructure and collected by its local garbage collector when making cross—process calls, client-activated objects require leasing to keep them alive as long as the clients use them. Leasing provides a timestamp extending the life of the object. Leasing and sponsorship merit a dedicated article. The Client-activated object model is similar to the default DCOM activation model with one important difference: The host app domain must register itself as a host willing to accept client-activated calls, before remote calls are issued. This means the process containing the host app domain must be running before such calls are made.

**Server-Activated Single Call**  
The fundamental problem with the client-activated object model is that it does not scale well. The server object may hold expensive or scarce resources such as database connections, communication ports, files, or it may allocate a large amount of memory, etc. Imagine an application that has to service many clients. Typically, these clients will create the remote objects they need when the client application starts, and dispose of them when the client application shuts down. What impedes scalability with client-activated objects is the potential that the client applications have for holding onto objects for long periods of time while actually using the object only in a fraction of that time. If your design calls for allocating an object for each client, you may tie up such crucial limited resources for long periods and your application may eventually run out of resources.

|  |  |
| --- | --- |
| |  | | --- | | ***When the client uses a server activated single-call object, for each method call .NET creates a new object, lets it service the call, and then disposes of it.*** | |

A better object model design will allocate an object for a client only while a call is in progress from the client to the object. That way you will only have to create and maintain in memory as many objects as there are concurrent calls, not as many objects as there are clients. This is exactly what the single call activation model is about: when the client uses a *server activated single-call object*, for each method call .NET creates a new object, lets it service the call, and then disposes of it. Between calls the client holds a reference on a proxy that does not have an actual object at the server end of the wire. [**Figure 3**](javascript:showSupportItem('figure3');)shows how single call activation works:

|  |  |
| --- | --- |
| [http://www.devx.com/assets/articlefigs/5272.jpg](javascript:showSupportItem('figure3');) |  |
| [Figure 3](javascript:showSupportItem('figure3');): In the single-call activation model, .NET creates an object for each call, and disposes of it between calls. |  |

1. Object executes a method call on behalf of a remote client.
2. When the method call returns, if the object implements IDisposable, .NET calls IDisposable.Dispose() on it. .NET then releases all references it has on the object, making it a candidate for garbage collection. Meanwhile, the client continues to hold a reference to a proxy and does not know that its object is gone.
3. The client makes another call on the proxy.
4. The proxy forwards the call to the remote domain.
5. .NET creates an object and calls the method on it.

**Benefits of single-call objects**  
The obvious benefit of using a single-call object is that you can dispose of the expensive resources the object occupies long before the client disposes of the object. By that same token, acquiring the resources is postponed until they are actually needed by a client. Keep in mind that creating and destroying the object repeatedly on the object side, without tearing down the connection to the client (with its client-side proxy) is cheaper than creating and disposing of the object. Another benefit is that even if the client is not disciplined enough to explicitly dispose of the object, it has no effect on scalability because the object will be disposed of automatically. If the client does call IDisposable.Dispose() on the object, it has a detrimental effect of recreating the object just so that the client can call Dispose() on it. This will be followed by a second call to Dispose() by the proxy. Make sure the object is designed to handle multiple calls on Dispose().  
  
**Designing a single-call object**  
Although in theory you can use single-call activation on any component type, in practice you need to design the component and its interfaces to support the single-call activation model from the ground up. The main problem is that the client does not know it is getting a new object each time. Single-call components must be *state-aware*, that is, they must proactively manage their state, giving the client the illusion of a continuous session. A state aware object is not the same as a stateless object. In fact, if the single-call object were truly stateless, there would be no need for single-call activation in the first place. Because a single call object is created just before every method call and deactivated immediately after each call, then at the beginning of each call the object should initialize its state from values saved in some storage, and at the end of the call should return its state to the storage. Such storage is typically either a database or the file system.  
  
However, not all of the state of an object can be saved as-is. For example, if the state contains a database connection then the object must re-acquire the connection at the beginning of every call and dispose of the connection at the end of the call, or in its implementation of IDisposable.Dispose(). Using the single-call activation model has one important implication for method design: every method call must include a parameter to identify the object whose state needs to be retrieved. The object uses that parameter to get its state from the storage and not the state of another instance of the same type. Examples for such parameters are the account number for bank account objects, the order number for objects processing orders, and so on. [**Listing 1**](javascript:showSupportItem('listing1');)shows a template for implementing a single-call class.  
  
The class provides the MyMethod() method, which accepts a parameter of type Param (a pseudo type invented for this example) used to identify the object:

public void MyMethod(Param objectIdentifier)

The object then uses the identifier to retrieve its state and to save the state back at the end of the method call.  
  
Another design constraint of dealing with single-call objects is constructors. Because .NET re-creates the object automatically for each method call it does not know how to use parameterized constructors, or which parameters to provide to them. As a result, a single call object cannot have parameterized constructors. In addition, because the object is constructed only when a method call takes place, the actual construction call on the client side is never forwarded to the objects:

MySingleCallComponent obj;

//No constructor call is made:

obj = new MySingleCallComponent();

obj.MyMethod();//Constructor executes

obj.MyMethod();//Constructor executes

**Applying the single-call model**  
Single-call activation clearly offers a tradeoff in performance (the overhead of reconstructing the object's state on each method call) with scalability (holding on to the state and the resources it ties in). There are no hard and fast rules as to when and to what extent you should trade performance for scalability. You may need to profile your system and ultimately redesign some objects to use single-call activation and some not to use it.  
  
In addition, the single call activation model works only when the amount of work to be done in each method call is finite, and there are no more activities to complete in the background once a method returns. For this reason you should not spin-off background threads or dispatch asynchronous calls back into the object because the object will be disposed of once the method returns. In every method call the single-call object retrieves its state from some storage, so single-call objects work very well in conjunction with a load-balancing machine as long as the state repository is some global resource accessible to all machines. The load balancer can redirect calls to different machines at will knowing that each single-call object is capable of servicing the call after retrieving its state. (See Sidebar: [Enterprise Services JITA](javascript:showSupportItem('sidebar2');))

**Server-Activated Singleton**  
The *Server-activated singleton* activation model provides a single, well-known object to all clients. Because the clients connect to a single, well-known object, .NET ignores the client calls to new (to create a new instance), even if the singleton object is not created yet. (The .NET runtime in the client app domain has no way knowing what goes on in the host app domain anyway.) The singleton is created when the first client tries to access it. Subsequent client calls to create new objects and access attempts are all channeled to the same singleton object. [**Listing 2**](javascript:showSupportItem('listing2');)demonstrates these points: You can see from the trace output that the constructor is only called once on the first access attempt, and that obj2 is wired to the same object as obj1.

|  |  |
| --- | --- |
| |  | | --- | | ***The server-activated singleton activation model provides a single, well-known object to all clients.*** | |

Because the singleton constructor is only called implicitly by .NET under the covers, a singleton object cannot have parameterized constructors. Parameterized constructors are banned also because of an important semantic characteristic of the singleton activation model: At any given point in time, all clients share the same state of the singleton object (see [**Figure 4**](javascript:showSupportItem('figure4');)).

|  |  |
| --- | --- |
| [http://www.devx.com/assets/articlefigs/5273.jpg](javascript:showSupportItem('figure4');) |  |
| [Figure 4](javascript:showSupportItem('figure4');): With a server-activated singleton object, all clients share the same well-known object. |  |

If parameterized constructors were allowed then different clients could call them with different parameters and that would result in different states per client. If you try to create a singleton object using a parameterized constructor, .NET will throw an exception of type RemotingException. **Using singleton objects**  
Singleton objects are the sworn enemy of scalability. There are only so many concurrent client calls a single object can sustain so you may choose to use them rarely. Make sure that the singleton will not be a hot spot for scalability and that your design will benefit from sharing the singleton's object state. In general, use a singleton object if it maps well to a true singleton in the application logic, such as a logbook that all components should log their activities to. Other examples include a single communication port, a single mechanical motor, etc. Avoid using a singleton if there is a chance that the business logic will allow more than one such object in the future, such as adding another motor, a second communication port, etc. The reason is clear: If your clients depend on implicitly being connected to the well-known object, and if more than one object is available, the clients would suddenly need to have a way to bind to the correct object. This could have severe implications on the application's programming model. Because of these limitations, I recommend that you avoid singletons in the general case and find ways of sharing the state of the singleton, instead of the singleton object itself. That said, there are cases where using a singleton is a good idea. For example, class factories are usually implemented as singletons.

**Singleton object lifecycle**  
Once a singleton object is created it should live forever. That presents a problem to the .NET garbage collection mechanism—even if no client presently has a reference to the singleton object, the semantics of the singleton activation model stipulate that the singleton be kept alive so that future clients can connect to it and its state. .NET uses leasing to keep an object in a different process alive, but once the lease has expired, .NET will disconnect the singleton object from the remoting infrastructure and will eventually garbage collect it. When you work with singleton objects, you need to explicitly provide the singleton with a long enough (or even infinite) lease. A singleton object should *not* provide a deterministic mechanism to finalize its state, such as implementing IDisposable. If it is possible to deterministically dispose of a singleton object, it will present you with a problem: Once disposed of, the singleton object becomes useless. Furthermore, subsequent client attempts to access or create a new singleton will be channeled to the disposed object. A singleton by its very nature implies that it is acceptable to keep the object alive in memory for a long period of time, and therefore there is no need for deterministic finalization. A singleton object should only use a Finalize() method (the C# destructor).

**Activation Models and Synchronization**  
In a distributed application, the hosting domain registers the objects with .NET that it is willing to expose as well as their activation modes. Each incoming client call into the host is serviced on a separate thread from the thread pool. That allows the host to serve remote client calls concurrently and maximize throughput. The question is, what effect does this have on the object synchronization requirements? **Client-activated objects and synchronization**  
When it comes to synchronization, client-activated objects work like classic client-server objects. If multiple clients share a reference to an object, and the clients can issue calls on multiple threads at the same time, then you must provide for synchronization to avoid corrupting the state of the object. It would be best if the locking were encapsulated in the component itself either by using synchronization domains or by using manual synchronization. The reason is clear: Any client-side locking (such as using the **lock** statement) will only lock the proxy, not the object itself. Another noteworthy point is thread affinity—because each incoming call can be on a different thread, the client-activated object should not make any assumption about the thread it is running on, and avoid mechanisms such as thread-relative static or thread local storage. This is true even if the object is always accessed by the same client, and that client runs always on the same thread.

**Single-call objects and synchronization**  
In the case of a single-call object, object-state synchronization is not a problem because the object's state in memory exists only for the duration of that call and cannot be corrupted by other clients. However, synchronization is required when the objects store state between method calls. If you use a database then you have to explicitly lock the tables, or you can use transactions with the appropriate isolation level to lock the data. If you are using the file system then you need to prevent sharing the files you access while a call is in progress. **Singleton objects and synchronization**  
Unlike client-activated objects, the clients of a singleton object may not even be aware that they are sharing the same object, and may not take the necessary precautions to lock the object before access. As a result, you should enforce synchronization of a singleton object on the object side. You can use either synchronization domain or manual synchronization. Similar to a client-activated object, a singleton object must avoid thread-affinity.

Distributed applications have come a long way from the days of simple client-server over the wire. Developing modern distributed applications requires taking into account the scalability and throughput needs, and selecting the appropriate object model. In the past, programming models such as single-call objects required application server platforms such as COM+. .NET remoting natively offers developers a range of programming models that take into account the scalability and performance needs of the application, thus significantly simplifying the overall programming model. As long as your objects comply with the design guidelines of the respective object models described in this article, you should be well on your way to successfully developing and deploying a distributed .NET application. (See Sidebar: [COM Singleton](javascript:showSupportItem('sidebar3');))
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[Oops! I didn't mean to do this.](http://stackoverflow.com/questions/13145527/value-of-property-is-not-changed-after-net-remoting-call)

Bottom of Form

|  |  |  |  |
| --- | --- | --- | --- |
| up vote0down vote[favorite](http://stackoverflow.com/questions/13145527/value-of-property-is-not-changed-after-net-remoting-call) | **Possible Duplicate:** [How do the In and Out attributes work in .NET?](http://stackoverflow.com/questions/9072075/how-do-the-in-and-out-attributes-work-in-net)  I'm using .Net Remoting (yeah I know... that's old) to implement some service class hosted in a Windows Service.  I call a method DoOperation(Person[] people) on the service to change some property in the Person class just like the code below:  Person p = new Person();  p.SomeProperty = "This value should be changed by the service";  RemoveSvc svc = (RemoveSvc)Activator.GetObject(  typeof(RemoveSvc),  "tcp://localhost:6100/RemoteService.rem");  svc.DoOperation(new Person[]{ p });  // This writes the old value not the one changed by the service.  Console.WriteLine(p.SomeProperty);  The DoOperation method code looks like this:  public void DoOperation(Person[] people) {  foreach(var o in people)  p.SomeProperty = "New Value";  }  The problem here is that when the method returns the value of Person.SomeProperty is not updated in the client code.  I have double checked that Person class is serializable;  The svc variable is of type TranparentProxy;  The RemoteSvc class inherits MarshalByRefObject;  I´m using .net Framework 4 (and no, I can´t migrate to WCF)  What am I doing wrong? Is this the expected behavior of .net Remoting? If it is, there is a way to change it?  Tks  [c#](http://stackoverflow.com/questions/tagged/c%23) [.net](http://stackoverflow.com/questions/tagged/.net) [remoting](http://stackoverflow.com/questions/tagged/remoting)   |  |  | | --- | --- | | [share](http://stackoverflow.com/q/13145527)|[improve this question](http://stackoverflow.com/posts/13145527/edit) | asked Oct 30 '12 at 18:34  [[https://www.gravatar.com/avatar/870242b2da44b32608c27d1b1a9385be?s=32&d=identicon&r=PG](http://stackoverflow.com/users/253997/marcelo-de-aguiar)](http://stackoverflow.com/users/253997/marcelo-de-aguiar)  [Marcelo de Aguiar](http://stackoverflow.com/users/253997/marcelo-de-aguiar) 370115 | |
|  | |  |  | | --- | --- | |  |  |   add comment |

## 2 Answers

[active](http://stackoverflow.com/questions/13145527/value-of-property-is-not-changed-after-net-remoting-call?answertab=active#tab-top)[oldest](http://stackoverflow.com/questions/13145527/value-of-property-is-not-changed-after-net-remoting-call?answertab=oldest#tab-top)[votes](http://stackoverflow.com/questions/13145527/value-of-property-is-not-changed-after-net-remoting-call?answertab=votes#tab-top)

|  |  |  |  |
| --- | --- | --- | --- |
| up vote0down voteaccepted | Jarrett is correct, but that may only be part of the solution. The problem is even if you pass a reference to the array, you still have copied the Persons within the array. So changing one of them remotely does not affect the local copy. You may need to reference them through the array rather than using local references.  I would try something like:  var temp = new Person[]{ p }  svc.DoOperation(temp);  // This writes the old value not the one changed by the service.  Console.WriteLine(temp[0].SomeProperty);  that may use the proxy created by the remoting call to fetch the Person from the remote location rather than using the local reference.   |  |  | | --- | --- | | [share](http://stackoverflow.com/a/13146907)|[improve this answer](http://stackoverflow.com/posts/13146907/edit) | answered Oct 30 '12 at 20:13  [[https://www.gravatar.com/avatar/a44cbe2246a3d702b0a86102bb9f0495?s=32&d=identicon&r=PG](http://stackoverflow.com/users/1081897/d-stanley)](http://stackoverflow.com/users/1081897/d-stanley)  [D Stanley](http://stackoverflow.com/users/1081897/d-stanley) 33.9k11844 | |
|  | |  |  | | --- | --- | |  |  | |

Top of Form

**No problem. We won't show you that ad again. Why didn't you like it?**
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[Oops! I didn't mean to do this.](http://stackoverflow.com/questions/13145527/value-of-property-is-not-changed-after-net-remoting-call)

Bottom of Form

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| up vote2down vote | That's not how services work. Services are not in-memory operations. When you do what you show with classes you write on your local machine, you naturally see the changes to the Person object because you're passing a memory reference between the caller and the method. Naturally, it's the **exact same person object**.  However, when you use services or remoting, it isn't the same person any longer. In fact, you state this in your question. You serialize the person, and ship it across the wire. It is not the same person in the same shared memory register. So, changes in the Person on the server will not be seen in the client.  To get what you want, here's your function signature.  public Person[] DoOperation(Person[] people);  You can change the signature to hold onto the reference. Then the object will be kept in sync between the server in client. [See this article](http://www.devx.com/codemag/Article/11514/0/page/2) for more information.  public void DoOperation(ref Person[] people);   |  |  |  | | --- | --- | --- | | [share](http://stackoverflow.com/a/13145612)|[improve this answer](http://stackoverflow.com/posts/13145612/edit) | [edited Oct 30 '12 at 19:42](http://stackoverflow.com/posts/13145612/revisions) | answered Oct 30 '12 at 18:40  [[https://www.gravatar.com/avatar/9f9343a7aff0c85814a9470fea1c0264?s=32&d=identicon&r=PG](http://stackoverflow.com/users/5834/jarrett-meyer)](http://stackoverflow.com/users/5834/jarrett-meyer)  [Jarrett Meyer](http://stackoverflow.com/users/5834/jarrett-meyer) 10.4k23142 | |
|  | |  |  |  |  | | --- | --- | --- | --- | | |  |  | | --- | --- | |  |  | | Why then, when I change the signature of the method to DoOperarion(ref Person p) and change the value it does work? .Net Remoting is smart enough to know that the references are the same here?– [Marcelo de Aguiar](http://stackoverflow.com/users/253997/marcelo-de-aguiar)[Oct 30 '12 at 19:19](http://stackoverflow.com/questions/13145527/value-of-property-is-not-changed-after-net-remoting-call#comment17881813_13145612) | | |  |  | | --- | --- | |  |  | | That's what the ref specifier does. It changes the signature to keep the client and server in sync.– [Jarrett Meyer](http://stackoverflow.com/users/5834/jarrett-meyer)[Oct 30 '12 at 19:40](http://stackoverflow.com/questions/13145527/value-of-property-is-not-changed-after-net-remoting-call#comment17882359_13145612) | | |  |  | | --- | --- | |  |  | | Sorry, applying ref to the array does not work... That's the confusing behavior here...– [Marcelo de Aguiar](http://stackoverflow.com/users/253997/marcelo-de-aguiar)[Oct 30 '12 at 19:48](http://stackoverflow.com/questions/13145527/value-of-property-is-not-changed-after-net-remoting-call#comment17882574_13145612) | |

[**How do the In and Out attributes work in .NET?**](http://stackoverflow.com/questions/9072075/how-do-the-in-and-out-attributes-work-in-net)

Top of Form
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[Oops! I didn't mean to do this.](http://stackoverflow.com/questions/9072075/how-do-the-in-and-out-attributes-work-in-net)

Bottom of Form

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| up vote4down vote[favorite](http://stackoverflow.com/questions/9072075/how-do-the-in-and-out-attributes-work-in-net)  **2** | I have been trying to serialize an array across an AppDomain boundary, using the following code:  public int Read(byte[] buffer, int offset, int count)  {  return base.Read(buffer, offset, count);  }  As a guess, after noticing the attributes elsewhere, I marked the method's parameters with [In] and [Out] attributes, which seemed to cause the parameters to behave as if they were passed by reference.  For example:  public int Read([In, Out] byte[] buffer, int offset, int count)  {  return base.Read(buffer, offset, count);  }  Before I added the attributes, the contents of the buffer variable were lost after returning from the method across an AppDomain boundary.  The class (SslStream) was inheriting from MarshalByRefObject but not marked with the Serializable attribute. Is this the only way to make a parameter pass-by-value? Are these attributes being recognised somehow by .NET when the class is being serialised? And do they truly cause the parameter to be passed by reference, or are the contents just copied?  [c#](http://stackoverflow.com/questions/tagged/c%23) [serialization](http://stackoverflow.com/questions/tagged/serialization) [parameters](http://stackoverflow.com/questions/tagged/parameters) [attributes](http://stackoverflow.com/questions/tagged/attributes) [marshalbyrefobject](http://stackoverflow.com/questions/tagged/marshalbyrefobject)   |  |  |  | | --- | --- | --- | | [share](http://stackoverflow.com/q/9072075)|[improve this question](http://stackoverflow.com/posts/9072075/edit) | [edited Jan 31 '12 at 8:40](http://stackoverflow.com/posts/9072075/revisions) | asked Jan 30 '12 at 22:56  [[https://www.gravatar.com/avatar/6644141bdcbe1215be78a45062991ed1?s=32&d=identicon&r=PG](http://stackoverflow.com/users/254882/g-t)](http://stackoverflow.com/users/254882/g-t)  [g t](http://stackoverflow.com/users/254882/g-t) 2,40511242 | |
|  | |  |  | | --- | --- | |  |  |   add comment |

## 1 Answer

[active](http://stackoverflow.com/questions/9072075/how-do-the-in-and-out-attributes-work-in-net?answertab=active#tab-top)[oldest](http://stackoverflow.com/questions/9072075/how-do-the-in-and-out-attributes-work-in-net?answertab=oldest#tab-top)[votes](http://stackoverflow.com/questions/9072075/how-do-the-in-and-out-attributes-work-in-net?answertab=votes#tab-top)

|  |  |
| --- | --- |
| up vote6down voteaccepted | This is a remarkably poorly documented feature of .NET Remoting. It doesn't have anything to do with whether your class is [Serializable] or derived from MarshalByRefObject. At issue here is how the argument is marshaled across the AppDomain boundary. The call itself is made under the hood by Remoting. Arrays do not automatically get marshaled back after the call, clearly a performance optimization. Only the [Out] attribute is required, [In] is implied. I could not find any relevant documentation about this in MSDN, just [a blog post](http://primates.ximian.com/~lluis/blog/archives/archive_2003-m10.php) from somebody that ran into the same issue (scroll down to "Using OutAttribute in Remoting").  Some code to play with:  using System;  using System.Runtime.InteropServices;  class Program {  static void Main(string[] args) {  var ad = AppDomain.CreateDomain("second");  var t = (Test)ad.CreateInstanceAndUnwrap(typeof(Test).Assembly.FullName, typeof(Test).FullName);  var b = new byte[] { 1 };  t.Read(b);  System.Diagnostics.Debug.Assert(b[0] == 2);  }  }  class Test : MarshalByRefObject {  public void Read([Out]byte[] arg) {  arg[0] \*= 2;  }  } |

JP:

Via le remoting, on peut faire appel à une fonction exécutée sur un autre PC :

* On peut avoir une fonction sans argument et une signature de retour void ; les données peuvent être sérialisées et échangées via une partition réseau commune aux 2 PCs. Mais alors on n’exploite pas l’échange de donnée via le Remoting…. Dommage puisque le Remoting peut envoyer des fonctions avec arguments (passage par Reference ou par valeur).